Toward Understanding How Developers Recognize Features in Source Code from Descriptions
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ABSTRACT
A basic clue of feature location available to developers is a description of a feature written in a natural language. However, a description of a feature does not clearly specify the boundary of the feature, while developers tend to locate the feature precisely by excluding marginal modules that are likely outside of the boundary. This paper addresses a question: does a clearer description of a feature enable developers to recognize the same sets of modules as relevant to the feature? Based on the conducted experiment with subjects, we conclude that different descriptions lead to a different set of modules.

Categories and Subject Descriptors
D.2.7 [Distribution, Maintenance, and Enhancement]: Restructuring, reverse engineering, and reengineering

General Terms
Experimentation, Human Factors
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1. INTRODUCTION
Practical software includes various features in source code. A feature represents a functionality that is defined by requirements and which is accessible to developers and users [2]. Since developers who know source files related to requirements can produce a software change more efficiently [4], locating a feature relevant to a change request in source code is an important step in software maintenance. Although a feature is often localized in a small number of modules, developers have to pick out modules implementing a feature from the whole source code.

A basic clue of feature location available to developers is a description of a feature written in a natural language. For example, a change request submitted to an issue tracking system (ITS) explains an expected behavior of a feature. Given a description, developers use a keyword search tool to identify methods (in case of Java program) that are likely to be relevant to the feature [6]. Because the result may include false positives, developers must validate whether the methods are actually relevant to the feature of interest or not. Even if a perfect list of methods is given, developers may falsely recognize some of them as irrelevant [1, 3].

One cause of the difficulties in feature location is that the description of a feature does not clearly specify the boundary of a feature, while developers tend to precisely locate the feature by excluding marginal methods that are likely outside of the feature [3]. Since a feature in a program is dependent on other features in the program, developers have to infer the boundary of the feature from source code and their knowledge on the structure of the program. As a result, each developer identifies a different set of methods for the same feature. If a result is dependent on a developer, developers are hard to share the result of feature location tasks.

This paper addresses a question: does a clearer description of a feature enable developers to identify the same set of modules? If a description affects the result of feature location, a clearer description, e.g., that written by the developers who implemented the feature, can help other developers identify the feature implementation more accurately.

As an initial investigation, we have conducted an experiment with 18 subjects. Subjects are divided into two groups; One group of subjects located a feature in methods using a description in an ITS, while the other did the same feature using a refined description including how the feature is related to its dependent features. As a result, a different description leads to a different set of methods, although we could not show a statistical difference.

In the rest of the paper, Sections 2 and 3 describe how our experiment has been conducted and its result. Section 4 discusses the future directions based on the result of the experiment.

2. EXPERIMENTAL SETUP
We have conducted a controlled experiment on feature location using human subjects. In the experiment, given a description of a feature, subjects find relevant and useful modules (i.e., Java methods) in source code and vote them. We count the votes for each module and find the difference between the distribution of the votes using the original descriptions and that using the refined descrip-
Table 1: Prepared Features.

<table>
<thead>
<tr>
<th>Feature</th>
<th>System</th>
<th>Issue ID</th>
<th># modules in goldset</th>
<th>Short description</th>
</tr>
</thead>
<tbody>
<tr>
<td>f₁</td>
<td>jEdit</td>
<td>1747300</td>
<td>13</td>
<td>Enable customization of folding presentation</td>
</tr>
<tr>
<td>f₂</td>
<td>muCommander</td>
<td>231</td>
<td>6</td>
<td>“Skip all” for errors that occur during a file transfer operation</td>
</tr>
</tbody>
</table>

As suggested in the [http://www.mucommander.com/forums/viewtopic.php?f=2&t=938 forums]: adding a “Skip all” button when an error occurs in a multiple file move/copy operation would be a nice feature to have.

(a) Original description.

muCommander has a feature that copies/moves files selected by a user. When a user tries to execute a copy, muCommander shows a dialog to specify a destination directory. Pushing the Copy button in the dialog starts a copy process. If an error occurred during the copying of a file, then an error dialog shows a message and asks the user to skip the file, retry to copy the file, or cancel the copy process.

The new feature is “Skip All.” The dialog to specify a destination directory has a new check box with the caption is “Skip errors.” If a user checked the box, then muCommander automatically skips a file if an error occurred, without showing a dialog. The error message dialog also has a new button “Skip all.” If the button is pushed, then muCommander shows no error dialog in further errors, as “Skip errors” is checked.

(b) Refined description.

Figure 1: Example of two descriptions.

We have selected two features for the experiment from an existing change-history-based feature location benchmark [2]. The list of these features is shown in Table 1. The reason why we used them is that we have already had the necessary materials of the experiment (see below) for these features as the preparation of our previous experiment [3].

As mentioned in the last section, we have prepared feature descriptions of two types: original and refined. The original descriptions were prepared using the benchmark [2]. The descriptions are feature requests submitted in an ITS. In the benchmark, these descriptions are automatically associated with their implementation in source code. We used them as the original descriptions. Meanwhile, the refined descriptions were prepared manually. Since original descriptions are described by a requester of the feature, a gap separates the descriptions and the actually implemented features; the original descriptions may not precisely describe modules associated with them in the benchmark. For a refined description, we used a single paragraph to describe the basic behavior without the associated feature (the base behavior hereafter), and another paragraph to describe the target feature to be located (the core behavior hereafter). The refined descriptions are based on the recorded changes in the benchmark; we tried to explain all the functionalities added by the recorded changes although the original descriptions do not mention some of them.

An example of the descriptions is presented in Figure 1. The original description is taken from Feature #231 of muCommander, whereas the refined description explicitly explains both the base behavior existing in muCommander and the core behavior newly implemented by the feature.

We recruited 18 students majoring in software engineering from two universities, Osaka University and Tokyo Institute of Technol-
heap. For the module GeneralPreferencesDialog, GeneralPreferencesDialog() as an example, which is located in the ninth in Figure 2(b), two subjects using the refined description voted as relevant although only one subject using the original description did so. This result suggests that refined descriptions are more helpful for developers than the original descriptions to recognize some aspects of the target feature accurately.

- The second heap of higher height/depth can be observed, e.g., in Figure 2(a). This second heap means that many subjects judged that several modules are relevant or useful, but these modules are not actually relevant based on the goldset provided by the benchmark. This result suggests that a gap separating the benchmark built from change history and developers’ judgments.

4. FURTHER DIRECTIONS

The above observations suggest the need of building another type of feature location benchmark. The existing feature location benchmark is generated automatically whereas another benchmark is human-curated one. Building a benchmark including human-curated goldsets is a challenging task because the resulting goldsets might depend on the curators. Meanwhile, a list of modules annotated with curators decisions, e.g., the result of the experiment in this paper, can generate fuzzy goldsets, where the number of votes can be regarded as the likelihood of the relevance to the target feature. In addition, we are planning to use descriptions of variety types and explore how the types of descriptions relates to the usefulness for recognizing features.

Another direction is a support tool for developers writing a clearer description of a feature. A concrete description listing module names may be easily invalidated by a change, while an abstract description may be insufficient to recognize the feature in source code. The problem might be seen as a query refinement.
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